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Abstract:  In  this  IT  era,  where  there  is  a  race  of  software  development,  it  is  necessary  to  introduce  such  types 
of software development techniques which will help the practitioners to deliver fast solutions. In the past, various 
traditional  approaches  were  used  for  this  purpose,  but  now  agile  techniques  are  getting  more  popular  because 
conventional software development approaches are not efficient in managing the changing requirements. The agile 
software development process is one of the most emerging lightweight software development methodologies, which 
uses  iterative  and  prototype  development  approaches  to  accommodate  changes  in  software  requirements.  Final 
software products are delivered to the end-users in short iterations. One of the most noticeable drawbacks of agile 
methods is their limited courtesy to the structured and architectural design of the system. Hence this development 
approach will restrict small to medium design decisions only. In this paper, we have performed the analysis of different 
agile  techniques,  which  will  help  the  readers  to  understand  their  positive  and  negative  points  and  select  the  most 
appropriate technique suited to their projects. 
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1. INTRODUCTION

It is an organization that thrives on delivering 
products faster, better, and cheaper ways. Many 
studies and suggestions have been conducted for 
the improvement of the software development 
process. Recently a new software development 
method has been introduced called Agile Software 
Development. Agile software development 
methods are introduced to tackle fast changes in 
organizational and business needs. Agile methods 
aid in generating quicker, faster, and efficient 
solutions. There is a huge difference between 
ASD and traditional approaches as ASD has more 
emphasis on a mechanism for change management 
during project development. In contrast, the 
traditional approaches have more focus on up-front 
and strict plan-based control.

The agile software development model is one 
of the major models of software development that 
is used extensively by industries, and huge research 

work is conducted on its methodologies nowadays 
[1-4]. This approach is used as an alternative to 
conventional methods of software development 
as they are document-driven and heavyweight 
software development processes [5, 6].

Traditional approaches used for software 
development consist of several phases where for 
each phase, there is a predefined outcome and target 
[7]. But this caused a lot of problems like failure 
of software projects, unable to respond to changing 
requirement [5, 8]  and also piles of documents 
gathered at the end of project development, But as 
requirements get changed many times throughout 
the project, so most of the time we do not require 
these documents as they are useless, So to cope 
with these problems Agile Software development 
model was introduced [9]. 

The agile software development methodology 
is based on the idea that software requirements are 
changing during the whole development lifecycle 



(Stapleton, 1997) [33]. XP and Scrum are considered 
as the best agile software development methods[34, 
35]. The main focus of Scrum is on software 
project management to increase their probability of 
success while XP is more concerned with project-
level activities of software development [36]. All 
agile software development approaches (Scrum, 
XP, DSD, ASP, FDD, RUP) are iterative and 
Incremental and have focused on different parts 
of the software development lifecycle. Among 
them, some approaches have focused on different 
practices used for development like XP, Agile 
Modelling, and pragmatic programming while 
other concerns with software project management 
like Scrum approach [37-39].

This study is focused on a comparative analysis 
of agile software development techniques and their 
current practices in the industry. These approaches 
will be examined from the angle of their applicability, 
strengths, weaknesses, product delivery, standards 
used for coding, design standards, roles description, 
and complexity of design and workflow technique. 
This will lead the reader to find benefits, limitations, 
and difficulties in the transition from traditional to 
agile software development. Moreover, this paper 
explains the worth of employing agile techniques 
in software development by examining its various 
methods. The presented research work demonstrates 
that agile approaches have significant benefits 
as compared to the existing traditional methods. 
However, all benefits do not apply to all software 
projects and situations.

The rest of the paper is divided into the following 
sections: section 2 explains the traditional approach 
that is waterfall method for software development, 
section 3 contains a description of agile software 
method and its comparison with waterfall method. 
Further, this section gives a comparative analysis of 
agile software development methods and section 4 
comprises of conclusion.

2.   WATERFALL MODEL

The waterfall model is the first traditional model to 
be introduced. It is a static technique that linearly 
performs the software development. This approach 
is very simple to understand and completes one 
activity before starting another. The waterfall model 
divides the projects based on process activities like 

[10, 11]. This approach provides a consistent way to 
deal with this dynamic behaviour of requirements 
as Process ability to iterate itself, having active 
interaction and communication among clients 
and development team, flexibility in project 
management and active involvement of customer 
during the whole development cycle are the main 
characteristics of agile software development 
[12, 13]. Another basic characteristic of the agile 
method is its provision of communication both 
among the development team and customers. The 
word “communication” has a very strong impact in 
the field of software development as it depicts that 
people who are working on the same projects will 
be agreed to the same standards, definition and will 
share their knowledge, provide information to others 
and have good coordination in their activities [14, 
15]. So this will help to achieve its goal and result 
in customer satisfaction [16, 17]. Some examples 
of these practices are collaboration activities like 
scrum meetings which are held on a daily basis, pair 
programming, and having face-to-face discussions 
instead of using formal documentation methods [18, 
19]. So as communication is the central property 
of agile methods and makes it distinct from other 
traditional approaches [20, 21].

Agile software development techniques are 
preferred to use in such an environment where 
there is a chance of sudden change or have to 
generate a quick reaction to changing requirements 
by delivering small increments or through 
continuous incorporation of customers [22, 23]. 
Several principles of the agile method exist, of 
which some are based on behavioural and some 
are based on managerial improvement for software 
development [24, 25]. Agile software development 
methodologies are mainly concerned with code 
development rather than documents driven [26, 27]. 

There exist several agile software development 
methods that promote development work, 
collaboration among team members, and increase 
the flexibility of processes to make them more 
adaptable throughout the development lifecycle 
[28]. These methods include XP (Beck, 1999), 
[29], FDD (Feature-Driven Development) (Palmer 
& Felting, 2002) [30], Scrum methodology (K. 
Schwaber & Beedle, 2002), [31], ASP (Adaptive 
Software Development (Highsmith, 2000)[32], and 
DSD (Dynamic Systems Development Method) 
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planning, design, implementation, etc [35]. There is 
a predefined goal for each development phase. The 
first phase must be completed before going into the 
next phase and there is no way to go to the previous 
one [40]. Testing can only be performed when the 
whole project is completed [39]. 

This approach applies to those systems that 
are more structured and where there exists a small 
chance of modification after development [40, 41]. 
It is difficult to reuse and upgrade the software 
systems developed by using this technique because 
there exists a coupling between data and code[41]. 
So if data is changed then code must be modified 
according to it and this causes to increase the 
overall cost of a project because the whole process 
needs to be modified [42, 43].

Figure 1 shows the workflow of the waterfall 
model:

3.   AGILE SOFTWARE DEVELOPMENT

The word Agile states ‘moving fast’ or ‘quickly 
accepts changes’. It is a lightweight and practice-
based technique used widely for software 
development nowadays. It understands and accepts 
the idea that handling each project varies from each 

other, so a more dynamic approach for modeling is 
required that can be tailored according to the needs 
of different projects [42, 43].

Instead of following a single long process for 
the development of projects Agile methodology 
divides the development cycle into small chunks 
called increments [44]. After completion of each 
increment, it is delivered to the users for their 
verification. It follows the iterative approach and the 
final product contains all required features of users 
[45]. Figure 2 presents a graphical representation 
of the Agile Methodology. Table.1 shows the basic 
principles of the agile technique[47].  Table.2 shows 
the comparison between the traditional approach 
and agile methodology.

3.1  Extreme Programming (XP)

XP is one of the first agile methodologies which 
are proposed to improve the quality of software. 
It is a lightweight technique that provides a quick 
response to the evolving requirements of users 
and supports a more iterative and well-planned 
method of software development. It contains a 
small team of developers and provides an intense 
level of interaction between the development team 
and client organization in the whole development 
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lifecycle.

Being a type of agile methodology it provides 
fast “releases” in small cycles of development 
which not only results in increasing the production 
rate but also provides the points where evolving 
requirements of customers can be facilitated [48]. 
The name for this methodology comes from the 
idea of taking the different elements of traditional 
approaches to “extreme level”. It addresses the 
different phases of the software development 
lifecycle like analysis, design, implementation, and 
testing phases with novel techniques that will cause 
to raise the quality of end product [49].

The basic principle of XP is to organize the 
people in such a way to improve the quality of end 
products and reduce the cost of accommodating the 
varying requirements of users by following multiple 
small phases of development [50]. Figure.3 explains 
the core practices which are used in XP:

Distinguishes features of XP [51] are as follows: 

• Story Cards: Users define requirements as 
story-type scenarios, which are then presented 
in the form of story cards. Each story card is 
then further divided by developers to break 
them into smaller tasks. These smaller tasks are 
then prioritized with the help of customers for 
implementation.

• Simplicity: XP works with designing the 

simplest product to meet the basic needs of 
users. It is based on the principle to only develop 
what is demanded in the given requirement. 
Further functionalities are added to the product 
according to users' needs.

• Feedback: At the end of each release, proper 
feedback is obtained from the customers, and 
the next level of iteration is based on this 
feedback. In XP, for efficient feedback, small 
loops of design and implementation are built 
with the help of a pair programming technique 
and a test-oriented development method. 

• Test-Driven Development: Extreme 
programming uses a test-oriented development 
technique in which test cases are pre-written 
before actual code implementation. Testing is 
used throughout the process of XP.

• Refactoring: It always encourages finding the 
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the evolving requirements of users and supports a more 
iterative and well-planned method of software 
development. It contains a small team of developers 
and provides an intense level of interaction between the 
development team and client organization in the whole 
development lifecycle. 

Being a type of agile methodology it provides fast 
―releases‖ in small cycles of development which not 
only results in increasing the production rate but also 
provides the points where evolving requirements of 
customers can be facilitated [48]. The name for this 
methodology comes from the idea of taking the 
different elements of traditional approaches to ―extreme 
level‖. It addresses the different phases of the software 
development lifecycle like analysis, design, 
implementation, and testing phases with novel 
techniques that will cause to raise the quality of end 
product[49]. 

The basic principle of XP is to organize the people in 
such a way to improve the quality of end products and 
reduce the cost of accommodating the varying 
requirements of users by following multiple small 
phases of development[50]. Figure.3 explains the core 
practices which are used in XP: 

 

  
Distinguishes features of XP [51] are as follows:  
 Story Cards: Users define requirements as story-type 

scenarios, which are then presented in the form of story 
cards. Each story card is then further divided by 
developers to break them into smaller tasks. These 
smaller tasks are then prioritized with the help of 
customers for implementation. 

 Simplicity: XP works with designing the simplest 
product to meet the basic needs of users. It is based on 
the principle to only develop what is demanded in the 
given requirement. Further functionalities are added to 
the product according to users' needs. 

 Feedback: At the end of each release, proper feedback is 
obtained from the customers, and the next level of 

iteration is based on this feedback. In XP, for efficient 
feedback, small loops of design and implementation are 
built with the help of a pair programming technique and a 
test-oriented development method.  

 Test-Driven Development: Extreme programming uses 
a test-oriented development technique in which test cases 
are pre-written before actual code implementation. 
Testing is used throughout the process of XP. 

 Refactoring: It always encourages finding the best 
practices for both design and problem solutions and using 
them to modify the existing solutions. This will cause to 
improve the quality of the product. 

 Pair Programming: Pair programming is the 
distinguishing feature of XP, where a pair of 
programmers works dynamically. This results in 
immense savage of time and reduces the working load. 

The main benefit of using this technique is that it is 
speeding up the process of development as this 
approach gives the right to the developer to fix a fault 
in code when it is detected. Standards related to 
development and designs are defined globally so that 
the whole team follows the same conventions. This 
technique is suitable for small size applications that do 
not need proper planning and specification efforts [52]. 
It results in cost reduction because it does not include 
useless documentation and help the developers to 
concentrate on their basic task and performs better risk 
management. As simplicity is an important feature of 
XP so it creates more high-quality and faster products 
and contributes a lot in increasing the robustness of 
products. At the same time, the main limitation of this 
technique is that it does not take into count planning or 
measuring Quality Assurance of design and coding 
[53]. As it involves pair programming, so there is a 
huge chance of duplication of data. And it is a code-
centric technique and can be irritated in large projects. 

3.2. Feature-Driven Development 

Software features are the basic focus of this approach 
because these features are the main driver of the whole 
development lifecycle[54]. This method is different 
from other techniques of agile development because the 
planning of the whole project and upfront design is its 
basic concerns. It has a basic five stages [55]. 

3.2.1. Develop an Overall Model 

FDD approach is different from XP and Scrum because 
it demands team effort at the beginning of the project 
for completely understanding the main structure of the 
problem under consideration by developing its object 

Fig. 3. XP workflow [45].
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Table 1.  Basic Principles of Agile Methods  

1 The main objective is the satisfaction of customers through fast and early delivery of valuable features. 

2 No matter which phase of development you are, it must be able to accept and accommodate the changes. 

3 Increment should be delivered quickly within weeks or months. 
4 Strong communication between the development team and the customer organization. 

5 Must be able to provide sustainable development to every stakeholder, whether he is a developer, 
customer, or sponsor, so that he has a constant pace. 

6 The whole team should participate in identifying the ways of becoming more effective and then model 
their behavior according to this. 

7 Involve trusted and motivated individuals in projects. 
8 Continuous attention to technical excellence and good design. 
9 Simplicity—the art of maximizing the amount of work not done—is essential. 

10 The basic measure used for progress checking is working software. 

11 The team should be self-organizing to select the best technique for requirement gathering, design, and 
architectures. 

12 Both the development team and customer organization should work closely throughout the development 
lifecycle. 

 

Table.2 shows the comparison between the traditional approach and agile methodology 

Table 2. Comparison between Traditional and Agile Methods 
Factors Traditional Development Agile Development 

Development Process Linear Iterative 
Development style Analytical Adaptive 
Development  
Orientation 

Process-Oriented People-Oriented 

Requirements Complete understanding of 
requirements and should be 
documented and stable. 

Discover with the progress of the 
project. Emergent and rapidly changed. 

Project Type Suitable for large project size. Suitable for small or medium project 
size. 

Planning Scale long-standing short-standing 
Style of management More controlled and command-

oriented. 
More collaborative and leadership-
oriented. 

Documentation produced High Small 
Response to change Resistive Accepted and adaptive 

Client interaction Low High 
Team Organization Structured Self-organized 
Success measure Plan conformance Delivering business value 

3.1. Extreme Programming (XP) XP is one of the first agile methodologies which are 
proposed to improve the quality of software. It is a 
lightweight technique that provides a quick response to 
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proposed to improve the quality of software. It is a 
lightweight technique that provides a quick response to 

best practices for both design and problem 
solutions and using them to modify the existing 
solutions. This will cause to improve the quality 
of the product.

• Pair Programming: Pair programming is the 
distinguishing feature of XP, where a pair of 
programmers works dynamically. This results 
in immense savage of time and reduces the 
working load.

The main benefit of using this technique is that 
it is speeding up the process of development as this 
approach gives the right to the developer to fix a 
fault in code when it is detected. Standards related 
to development and designs are defined globally so 
that the whole team follows the same conventions. 
This technique is suitable for small size applications 
that do not need proper planning and specification 
efforts [52]. It results in cost reduction because it 
does not include useless documentation and help 
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the developers to concentrate on their basic task and 
performs better risk management. As simplicity is 
an important feature of XP so it creates more high-
quality and faster products and contributes a lot in 
increasing the robustness of products. At the same 
time, the main limitation of this technique is that 
it does not take into count planning or measuring 
Quality Assurance of design and coding [53]. As 
it involves pair programming, so there is a huge 
chance of duplication of data. And it is a code-
centric technique and can be irritated in large 
projects.

3.2  Feature-Driven Development

Software features are the basic focus of this 
approach because these features are the main driver 
of the whole development lifecycle [54]. This 
method is different from other techniques of agile 
development because the planning of the whole 
project and upfront design is its basic concerns. It 
has a basic five stages [55].

3.2.1 Develop an Overall Model

FDD approach is different from XP and Scrum 
because it demands team effort at the beginning 
of the project for completely understanding the 
main structure of the problem under consideration 
by developing its object model. The basic reason 
for building this model is to get a good idea and a 
shared understanding of the project. It captures the 
following things:

• Requirements of users
• Assumptions of users

3.2.2 Build a Feature List

Based on the first activity, a list of features is 
defined in this phase. Functional requirements are 
divided into smaller activities where each activity 
will deliver some business value to users.

3.2.3 Plan by Feature

A complete formal team is involved in this phase 
which consists of a project manager, head of the 
development team, and chief programmer. A 
complete plan is prepared here to determine the 
order in which features will be developed. The 

plan is prepared based on the priorities of the 
customer, dependencies between modules, risk, and 
complexities. Completion dates are also finalized 
here. 

3.2.4 Design by Feature

All design packages like sequential diagrams class 
diagrams are defined here by the chief programmer.  
The sequential diagrams are developed by a group 
of people, but class diagrams and object models 
are defined and developed by owners of the class. 
Feature requirements are modified here with the 
help of domain experts.  

3.2.5 Build by Feature

Here all classes and methods which are outlined 
and designed in the design phase are practically 
developed by developers and are checked and 
inspected for defects by using unit testing. Figure 4 
shows the lifecycle of FDD.
 

The implementation work of all features is 
performed in parallel and each team has its owner 
which makes it distinct from XP. This approach 
is well suited to the projects of large size and five 
stages of the process allow you to perform the work 
in a better and disciplined manner [57]. It uses a 
predefined standard for implementation of the 
project, so it makes work easier for developers [58]. 
This technique does not perform well for small team 
sizes and the success of the project is dependent 
on chief programmers [59]. No documentation is 
available in written form in this methodology.

3.3  Scrum

Scrum is one of the iterative agile software 
Marriam Nawaz et al 

model. The basic reason for building this model is to 
get a good idea and a shared understanding of the 
project. It captures the following things: 
 Requirements of users 
 Assumptions of users 
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Based on the first activity, a list of features is defined in 
this phase. Functional requirements are divided into 
smaller activities where each activity will deliver some 
business value to users. 

3.2.3. Plan by Feature 

A complete formal team is involved in this phase which 
consists of a project manager, head of the development 
team, and chief programmer. A complete plan is 
prepared here to determine the order in which features 
will be developed. The plan is prepared based on the 
priorities of the customer, dependencies between 
modules, risk, and complexities. Completion dates are 
also finalized here.  
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All design packages like sequential diagrams class 
diagrams are defined here by the chief programmer.  
The sequential diagrams are developed by a group of 
people, but class diagrams and object models are 
defined and developed by owners of the class. Feature 
requirements are modified here with the help of domain 
experts.   

3.2.5. Build by Feature 

Here all classes and methods which are outlined and 
designed in the design phase are practically developed 
by developers and are checked and inspected for 
defects by using unit testing. Figure.4 shows the 
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Fig. 4. FDD Workflow [56]. 

The implementation work of all features is 
performed in parallel and each team has its owner 
which makes it distinct from XP. This approach is well 
suited to the projects of large size and five stages of the 
process allow you to perform the work in a better and 
disciplined manner[57]. It uses a predefined standard 
for implementation of the project, so it makes work 
easier for developers[58]. This technique does not 
perform well for small team sizes and the success of the 
project is dependent on chief programmers[59]. No 
documentation is available in written form in this 
methodology. 

3.3. SCRUM 

Scrum is one of the iterative agile software 
development technique which is used for management 
of software product development [60, 61]. The main 
principle of this approach is to enable the development 
team to work as a unit and achieve common goals of 
the organization, enable the development team to self-
organize and work at physical co-location where 
discipline and face to face communication of all team 
members are involved[62]. It is the responsibility of the 
scrum team to define organizational goals and then give 
their best to meet them. 

3.3.1. Documents and Artifacts 

Scrum team generally produced three main documents 
and artifacts these are Sprint Burndown chart, the 
Sprint Backlog, and the Product Backlog. 

3.3.2. Sprint Burndown chart 

Burndown chart is one of the most common 
mechanisms for sprint tracking used by the scrum team. 

Fig. 4. FDD workflow [56].
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development technique which is used for 
management of software product development 
[60, 61]. The main principle of this approach is to 
enable the development team to work as a unit and 
achieve common goals of the organization, enable 
the development team to self-organize and work 
at physical co-location where discipline and face 
to face communication of all team members are 
involved [62]. It is the responsibility of the scrum 
team to define organizational goals and then give 
their best to meet them.

3.3.1 Documents and Artifacts

Scrum team generally produced three main 
documents and artifacts these are Sprint Burndown 
chart, the Sprint Backlog, and the Product Backlog.

3.3.2 Sprint Burndown Chart

Burndown chart is one of the most common 
mechanisms for sprint tracking used by the scrum 
team. Burndown Chart is a graphical representation 
of time versus work left to do, time is often at a 
horizontal axis and work remaining on the vertical 
axis.

3.3.3 Sprint Backlog

A sprint is a list of all possible business and 
technology attributes and a list of all errors and 
defects that have to be managed and scheduled for 
the iteration on which we are currently working. 
The spreadsheet is used for defining Sprint Backlog. 
In which requirements are represented as tasks. The 
spreadsheet consists of a short task description 
region for each task. On basic daily spring, the 
backlog is updated by a daily tracker that keeps the 

latest estimate of work complete vs work remaining 
to complete. 

3.3.4 Product Backlog

It is the prioritized queue of all technical 
functionalities that need to be developed by the 
development team and evaluate all the defects that 
need to be fixed. A unique identifier or ID is assigned 
for each requirement in the product backlog. Product 
Backlog is also kept in a spreadsheet. An overview 
of the whole process is explained in Figure 5.

The main power of this technique is that 
it conducts the meetings on daily purposes to 
keep the team focused and save both time and 
money Regular communication and interaction 
between SCRUM team members helps in attaining 
efficient completion [63]. In the SCRUM process, 
frequent testing is conducted which ensures that 
development work is going well. Regular feedback 
means changes can easily be tackled before the 
project grows too large [64]. This technique works 
well with small teams and can be inefficient due to 
slacking team members. Sometimes team member 
is not open to the flexibility it means that removal 
of one or two team members will cause disastrous 
damage to the whole team [65].
 
3.4  Dynamic Systems Development Method 
       (DSDM)

The dynamic systems development approach is 
purely based on the development of such systems 
that focuses on the development of that business 
application whose purpose is to fulfill the needs 
of the business [67]. DSDM is an evolutionary 
development approach that uses the timebox and 

Fig. 5. Scrum workflow [66]
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3.4. Dynamic Systems Development Method 
(DSDM) 

The dynamic systems development approach is purely 
based on the development of such systems that focuses 
on the development of that business application whose 
purpose is to fulfill the needs of the business [67]. 
DSDM is an evolutionary development approach that 
uses the timebox and task prioritization approach. 
DSDM model has very strict standards and very 
inflexible deadlines for project completion. DSDM 
testing is an umbrella activity that occurs throughout 
the entire development life cycle. Feedback is gathered 
at each stage by the project team and project owner, 
who shared a physical or virtual workplace for efficient 
communication. DSDM works efficiently for large or 
medium-sized projects [68]. 

Implementation Build and design iteration, 
Functional Model iteration, Business study, and 
feasibility study are the few phases involved in DSD 
methodology. 

3.4.1. Feasibility Study 

In this stage feasibility report is generated, it is judged 
that either it will be suitable to develop a product with 
DSDM or not. Risk and other technical issues are also 
explored during this phase. 

3.4.2. Business Study 

System architecture and product outline are prepared at 
this phase. In this phase, primary business and technical 
information are studied, the process is defined 
according to business needs and requirements. 

3.4.3. Functional Model Iteration 

This is the iterative stage where the actual development 
starts, at the end of this phase, code prototype and 
analysis model are prepared. 
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In this stage feasibility report is generated, it is 
judged that either it will be suitable to develop a 
product with DSDM or not. Risk and other technical 
issues are also explored during this phase.

3.4.2 Business Study

System architecture and product outline are 
prepared at this phase. In this phase, primary 
business and technical information are studied, the 
process is defined according to business needs and 
requirements.

3.4.3  Functional Model Iteration

This is the iterative stage where the actual 
development starts, at the end of this phase, code 

prototype and analysis model are prepared.

3.4.4  Build and Design Iteration

This is an iterative phase where customer 
requirements are evaluated, and direct 
communication is conducted with users to know that 
if end-users need further changes in development or 
not.

3.4.5  Implementation

This is also an iterative phase in which a completely 
implemented product is handover to the customers.
 

In this approach, Users get a stronghold of the 
software development process. As deadlines are un-
flexible so quick delivery of functionality is possible 
[70]. But this technique is very costly to implement 
and for the small organization, this method is not 
suitable. If a user is not a domain expert, then the 
involvement of the user may be dangerous. 

3.5  Crystal Methods Agile Software       
       Development

Alistair Cockburn developed a crystal family 
(family of methodologies) [71]. Crystal methods 
are considered “lightweight software development 
methods” [72]. Cockburn [71] differentiates 
methodologies, techniques, and policies as follows: 

Policies: Organizational standards or roles and 
regulations.
Techniques: Areas of expertise
Methodology: Practical tools

The Crystal family of methodologies assign 
a different color to different methods according 
to their “weight”. Crystal yellow, crystal orange, 
or crystal-clear methods will be used if projects 
are small one. For safety-critical systems, crystal 
diamond or crystal sapphire will be used [37]. 
Crystal family has divided into the following 
colors: i) Crystal Clear ii) Crystal Yellow iii) 
Crystal Orange iv) Crystal Orange Web v) Crystal 
Red vi) Crystal Maroon vii) Crystal Diamond viii) 
Crystal Sapphire.

Some of the basic properties of the crystal 
family are as follows: 
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In this approach, Users get a stronghold of the 
software development process. As deadlines are un-
flexible so quick delivery of functionality is possible 
[70]. But this technique is very costly to implement and 
for the small organization, this method is not suitable. 
If a user is not a domain expert, then the involvement 
of the user may be dangerous.  

3.5. Crystal Methods Agile Software 
Development 

Alistair Cockburn developed a crystal family (family of 
methodologies) [71]. Crystal methods are considered 
―lightweight software development methods‖ [72]. 
Cockburn [71] differentiates methodologies, 
techniques, and policies as follows:  
 

Policies: Organizational standards or roles and 
regulations. 
Techniques: Areas of expertise 
Methodology: Practical tools 

The Crystal family of methodologies assign a 
different color to different methods according to their 
―weight‖. Crystal yellow, crystal orange, or crystal-
clear methods will be used if projects are small one. For 
safety-critical systems, crystal diamond or crystal 
sapphire will be used [37]. Crystal family has divided 
into the following colors: i) Crystal Clear ii) Crystal 
Yellow iii) Crystal Orange iv) Crystal Orange Web v) 
Crystal Red vi) Crystal Maroon vii) Crystal Diamond 
viii) Crystal Sapphire. 

Some of the basic properties of the crystal family are 
as follows: 

3.5.1. Frequent delivery: 

Frequent delivery of software products by iterative 
development of the system. By releasing the product in 
iteration, end users can early identify the problems, and 
this then allows developers to tackle the problem earlier 
and ultimately will reduce the time and cost for re-
development of a software system. 

3.5.2. Reflective improvement 

In this approach, developers take a break from regular 
software development and explore new ways in which 
they can better develop software systems, feedback is 
taken at each iteration for further improvement. 

3.5.3. Personal safety 

All people in the team should be allowed to speak 
freely about their ideas and suggestions, No one should 
be ridicule otherwise, they will be less likely to speak 
next time and overall team communication will be 
affected. 

3.5.4. Easy access to expert users 

The developer will work with domain expert 
individuals, the greater the involvement of expert users 
the greater will be the chance of better product 
development.  

Crystal family methods are suitable for small to very 
large projects. Face to face communication, consider 
talents, people, and community are the main aspect of 
these methods. But these approaches are not suited for 
medium-sized systems. Customer‘s unavailability can 
also degrade the performance of these methods. 

Fig. 6. Dynamic System Development Method Work-
flow [69]. 
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3.5.1 Frequent Delivery

Frequent delivery of software products by iterative 
development of the system. By releasing the 
product in iteration, end users can early identify the 
problems, and this then allows developers to tackle 
the problem earlier and ultimately will reduce the 
time and cost for re-development of a software 
system.

3.5.2 Reflective Improvement

In this approach, developers take a break from 
regular software development and explore new 
ways in which they can better develop software 
systems, feedback is taken at each iteration for 
further improvement.

3.5.3 Personal Safety

All people in the team should be allowed to speak 
freely about their ideas and suggestions, No one 
should be ridicule otherwise, they will be less likely 
to speak next time and overall team communication 
will be affected.

3.5.4 Easy Access to Expert Users

The developer will work with domain expert 
individuals, the greater the involvement of expert 
users the greater will be the chance of better product 
development. 

Crystal family methods are suitable for small 
to very large projects. Face to face communication, 
consider talents, people, and community are the main 
aspect of these methods. But these approaches are 
not suited for medium-sized systems. Customer’s 
unavailability can also degrade the performance of 
these methods.

3.6  Lean-Agile Software Development

Among all other agile software development 
techniques, the lean-agile methods are one of the 
most strategically focused methods. The main goal 
of this method is to develop the software system 
in one-third of the time with less budget and less 
amount of workflow.

Basic principles of LEAN agile software 
development are as follows [73]:

• Eliminate waste
• Respect people
• Optimize the whole
• Build quality 
• Deliver fast
• Defer containment
• Create knowledge

By following this technique, the cost of the 
software development system will potentially 
reduce if elimination of overall efficiency is done 
earlier [74, 75]. It results in the early delivery of 
software systems and the efficient decision-making 
ability of the software development team [76]. The 
workflow of Lean agile software development is 
given in Figure.7. 
 
3.7  Agile Modeling

This technique is used for documenting and 
modelling the software-based system by selecting 
an approach based on best practices. It consists of 
different values, practices, and principles which 
are used for documenting and modelling different 
software systems. This approach is more flexible 
and easy to practice as compared to traditional 
approaches [78]. The main objective of this 
technique is to document the systems by keeping its 
amount as low as, it is possible [79]. Different types 
of cultural issues exist, but they are resolved by 
encouraging and providing proper communication 
among team members [80]. This technique is 
used as an addition to other approaches of agile 
development like Scrum, XP, etc [81]. Figure 8 
shows the lifecycle of agile modeling.

This approach helps to better maintain the 
significant documentation of the system. It provides 
a better resolution of cultural issues by providing 
good communication among team members [81, 
83]. But it cannot provide a good result with poor 
modelling techniques and complex with large team 
size if proper tooling support is not available.

3.8  Adaptive Software Development

The adaptive software development (ASD) 
technique has emerged from the rapid application 
development approach. Different phases of this 
technique like speculate, collaborate, and learn are 
introduced to replace the traditional approaches 
used for software development [84]. These 
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techniques are adaptable and can accommodate the 
changes easily in an unstable environment. Mission-
focused, iterative in nature, provides tolerance to 
change, feature-based approach, and risk driven are 
basic characteristics of ASD [85, 86].

ASD consists of three phases:

3.8.1 Speculate

In this phase, the project is initiated, and all 
risk-driven plans are developed here. The basic 
motive of this phase is to completely understand 
the requirements of users so that the programmer 
can develop an understanding of the nature of 
the system under consideration. The success of 
this phase depends on bug identification and user 
reports for better guiding the project.

3.8.2 Collaboration

The parallel development of different components is 
performed in this phase. Proper customer and team 
collaboration are very important for the successful 
execution of this step which requires effective 
communication, creativity, and co-operated 
teamwork. For efficient requirements gathering 
JAD (joint application development) approach is 
preferred here. Instead of getting information about 
design details, code structure, or testing techniques 
‘collaboration’ among developing team and client 
organization is the basic concern of this phase.

3.8.3 Learning

In this phase, all quality-related reviews are 
performed, and the newly created version of the 
project is made visible to users outside of the 
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by keeping its amount as low as, it is possible[79]. 
Different types of cultural issues exist, but they are 
resolved by encouraging and providing proper 
communication among team members [80]. This 
technique is used as an addition to other approaches of 
agile development like Scrum, XP, etc [81]. 
Figure.8 shows the lifecycle of Agile modeling: 

 

 
 
Fig. 8. Agile Modelling Lifecycle[82]. 

This approach helps to better maintain the significant 
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resolution of cultural issues by providing good 
communication among team members[81, 83]. But it 
cannot provide a good result with poor modelling 
techniques and complex with large team size if proper 
tooling support is not available. 
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has emerged from the rapid application development 
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replace the traditional approaches used for software 
development[84]. These techniques are adaptable and 
can accommodate the changes easily in an unstable 
environment. Mission-focused, iterative in nature, 
provides tolerance to change, feature-based approach, 
and risk driven are basic characteristics of ASD [85, 
86]. 

ASD consists of three phases: 

3.8.1. Speculate 

In this phase, the project is initiated, and all risk-driven 
plans are developed here. The basic motive of this 
phase is to completely understand the requirements of 
users so that the programmer can develop an 
understanding of the nature of the system under 
consideration. The success of this phase depends on 
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This approach helps to better maintain the significant 
documentation of the system. It provides a better 
resolution of cultural issues by providing good 
communication among team members[81, 83]. But it 
cannot provide a good result with poor modelling 
techniques and complex with large team size if proper 
tooling support is not available. 
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The adaptive software development (ASD) technique 
has emerged from the rapid application development 
approach. Different phases of this technique like 
speculate, collaborate, and learn are introduced to 
replace the traditional approaches used for software 
development[84]. These techniques are adaptable and 
can accommodate the changes easily in an unstable 
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ASD consists of three phases: 
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development organization. Several bugs and user 
reports are produced here. Component’s testing is 
performed thoroughly here. Figure 9 presents the 
flow of Adaptive software development.

All these phases show the dynamic and evolving 
nature of ASD which has replaced determinism with 
emergence [88]. This method is good to change 
adaption but as there is a fixed time of development 
so much pressure on the development team.

3.9  Kanban

This approach is gaining popularity in the field 
of software development. It provides a way to 
show and limit the progress of work during the 
development lifecycle. Its main focus is on doing 
proper scheduling of work so that product is timely 
delivered to customer organization [89, 90]. So the 
Kanban approach is responsible for the management 

of product development by ensuring its continual 
delivery to users without having to put a burden on 
the development team [91, 92]. Figure 10 shows the 
workflow of the Kanban methodology:

Distinguishes features of Kanban methodology 
are as follows:

3.9.1 Kanban Board

It is a tool used for visualizing the workflow of the 
project. It divides the work into different categories 
which are as follows:
• Backlog
• To-do
• In progress
• Done

3.9.2 Maximizes Productivity

By dividing the work into different groups this 
approach results in optimizing the workflow. It 
increases team productivity by minimizing idle 
time.

3.9.3 Continuous Delivery

This methodology is based on the continual releases 
of software increments rather than delivering the 
batches of functionalities.
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bug identification and user reports for better guiding 
the project. 

3.8.2. Collaboration 

The parallel development of different components is 
performed in this phase. Proper customer and team 
collaboration are very important for the successful 
execution of this step which requires effective 
communication, creativity, and co-operated teamwork. 
For efficient requirements gathering JAD (joint 
application development) approach is preferred here. 
Instead of getting information about design details, 
code structure, or testing techniques ‗collaboration‘ 
among developing team and client organization is the 
basic concern of this phase. 

3.8.3. Learning 

In this phase, all quality-related reviews are performed, 
and the newly created version of the project is made 
visible to users outside of the development 
organization. Several bugs and user reports are 
produced here. Component‘s testing is performed 
thoroughly here. 

Figure.9 presents the flow of Adaptive software 
development. 

 

 
Fig.9. Adaptive software development Cycle[87]. 
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Fig. 10.  Kanban Workflow[93]. 
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Table 3. Comparative Analysis of Agile Methods in term of process 

 
Factors Scrum 

Methodology  
Extreme 
Programming 

Feature-Driven 
Development 

Kanban 
Approach 

Dynamic System 
Development System 

Design 
Standards 

Use complex 
design 
principles.  

Use simple 
design and 
coding 
standards. 

Use simple 
design 
approaches. 

Guaranteed to 
reduce the 
waste by 
limiting the 
work in 
progress.  

independent Framework 
for developing and 
implementation 

Roles 
Description 

Roles are 
predefined. 

Roles are not 
predefined. 

Roles are 
predefined. 

Roles are 
predefined. 

Roles are predefined. 

Complexity 
of Design 

Design 
complexity is 
high 

Low design 
complexity. 

Low design 
complexity. 

Simple design.  Simple design 

Workflow 
Technique 

Work in 
iterations. 
Sprints are 
produced. 

Does not work 
in iteration 
rather follow the 
task flow 
approach. 

It is an 
incremental and 
iterative 
approach. A set 
of features is 
delivered. 

Works in small 
iterations. 

Iterative delivery of 
functionality. 

Technique 
for 
Requirement
s 
Management 

Product and 
sprint backlog 
is used for 
managing 
requirements in 
term of 
artifacts. 

Story cards are 
used for 
requirement 
management. 

Manage user 
requirements by 
building an 
object model of 
them 

Kanban Boards 
are used for 
requirement 
management. 

Timeboxing and 
Moscow principle is 
used. 

Product 
Delivery 
Approach 

Sprints are 
delivered on a 
defined time. 

Continuous 
Delivery 

Continuous 
Delivery 

Continuous 
Delivery 

Continuous Delivery 

Standards 
used for 
coding 

Coding 
standards are 
not defined. 

Use defined 
coding 
standards. 

Development 
practices are 
defined in 
advance. 

Coding 
standards are 
not defined. 

Coding standards are not 
defined. 

Testing 
techniques 

No formal 
techniques are 
defined for 
performing 
testing. 

Use several 
testing 
techniques for 
product auditing 
like acceptance 
testing. 

Use standard 
testing 
techniques.  

At the end of 
each increment 
or work 
product testing 
is performed 
thoroughly. 

Use standard testing 
techniques. 

Changes 
acceptance 

Changes are 
not acceptable 
in sprints. 

It can accept 
changes at any 
phase of 
development. 

It can accept the 
changing 
requirements of 
customers easily 
at all levels. 

I can accept the 
changes at any 
time. 

I can accept the changes 
at any time. 

Process 
Owner 

Scrum Master Team 
Ownership. 

Each class is 
owned by a 
class owner who 
works under a 
chief 
programmer. 

Team 
ownership 

Team ownership 

Table 3. Comparative analysis of agile methods in term of process
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3.9.4 Waste Minimization

In this technique, tasks are only performed when 
they are needed. So, this approach results in 
avoiding over-production and wastage of time. 
Therefore, this approach is time-efficient. 

3.9.5 Limits Work in Progress

Limiting the work in progress is the basic focus of 
this technique which optimizes the workflow of the 
system according to its capacity level.

4.   COMPARATIVE ANALYSIS 

In the presented work, we have discussed the 
detail of different agile development techniques. 
Moreover, the features and various phases of all 
approaches are also described. 

In this section, we have presented a detailed 
comparison of agile techniques according to 
3 p’s (people, process, and product) of project 
management. Table 3 shows the comparison of all 
agile approaches concerning the process and Table.4 
demonstrates the assessment of agile techniques 
from the perspective of people involved.  After a 
detailed discussion of all agile techniques, we have 
selected different factors, which are used to perform 
the comparison of all approaches And for the third 
‘P’ of project management, that is ‘Product’, it has 
been found that all agile methods apply to products 
of small and medium sizes.

5.   RESULTS AND DISCUSSION

Software development approaches have been 

changing since the 1970s. To overcome the problems 
of traditional approaches, agile methodologies are 
introduced as these are lightweight in nature and 
help in accommodating the changes easily. In this 
paper, we present a comparison between traditional 
approaches and agile techniques used for software 
development. A comparison of agile methodologies 
is also performed in detail to highlight their various 
aspects. This study will help the readers to make 
a sense out of numerous agile techniques and can 
decide on which method is most suited to their 
problem. A major drawback of agile techniques is 
their inability to be used for big projects.
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Table 4 Comparative Analysis of Agile Methods 
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Programming 
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Development 
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involvement is 
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on-site availability of 
customers. 

It is a vendor or a 
customer 
independent 
approach. 

Project director Scrum Master Extreme 
programming Coach 

Project Manager Teamwork Teamwork 

Collaboration 
among Team 

Cross-functional teams Self-organized teams Teamwork. The team consist of 
specific resources 

Teamwork. 

 

And for the third ‗P‘ of project management, that is 
‗Product‘, it has been found that all agile methods 
apply to products of small and medium sizes. 

5. CONCLUSION 

Software development approaches have been changing 
since the 1970s. To overcome the problems of 
traditional approaches, agile methodologies are 
introduced as these are lightweight in nature and help in 
accommodating the changes easily. In this paper, we 
present a comparison between traditional approaches 
and agile techniques used for software development. A 
comparison of agile methodologies is also performed in 
detail to highlight their various aspects. This study will 
help the readers to make a sense out of numerous agile 
techniques and can decide on which method is most 
suited to their problem. A major drawback of agile 
techniques is their inability to be used for big projects. 
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