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Abstract: Computer programming is the heart of computer science and thereby an important skill of the students. However, comprehending programming is extremely hard and introductory courses on programming are notorious to cause issues and challenges for learners, which affect their motivation and consequently cause high dropouts and low retention. This paper introduced CS0 as a precursor programming course to teach beginners, the fundamental notions of programming before the first course on programming. The proposed CS0 is grounded on two-phase learning strategy and equipped with a collaboration strategy. The results of the initial evaluation of proposed course are reasonably encouraging to motivate and prepare the novices for the first course on programming. The statistical significance of a proposed course is observed in improving the academic outcomes of novices in a first programming course. The normality of data was checked using the Kolmogorov-Smirnov and Shapiro-Wilk tests. The findings were analyzed with one-way ANOVA test and Kruskal–Wallis H test, indicating that the suggested course is statistically significant in enhancing the academic achievements of beginners in their first programming course.

Keywords: Programming, introductory programming, pair programming, CS0, motivation.

1. INTRODUCTION

Computer Programming is one of the important abilities of computer science students [1, 2]. However, comprehending programming is extremely difficult for novice students [3,4], and therefore introductory courses on programming are generally very difficult. Appropriate problem-solving skills are necessary for programming [5], but the syntax and denotations of computer languages are mostly hard for novices [6]. It is commonly believed that complicated syntax, the span of time to construct a computer program and isolation during coding and learning are the prime factors for the sophistication to learn and understand the programming [7]. In [8], it is opined that the inherent difficulty of the programming and a lack of motivation in novices are the core reasons of their failure.

The first course on computer programming is usually called a CS1 [9]. The first programming language is immensely important for students since it forms the tone for all the successive classes of computer education [10]. However, the requirement of problem-solving abilities, complicated syntax, strange semantic and dense logic disturbs students’ learning curve in a first course on programming [11]. These actualities have caused novice students to scare from programming and form wrong judgment regarding their education in programming [12].

An initial disappointment of learning fundamental concepts affects the confidence and increase dropout of students in CS1. Educators and mentors are being asked to determine the beneficial intermingle of technology and pedagogy to aid students in CS1 [13]. Different studies are organized to control these problems yet the failure rates and dropout in introductory courses on programming are still very high [8, 14, 15, 16, 17].
Several studies have attempted to analyze and determine the aspects that predict success of students in a first course on programming. In [18], it is argued that the performance of students is strongly affected by their learning strategy. Motivation is extremely important for successful instruction [19]. Settle et al. [14], identified the positive correlation between the motivation and success to learn the programming.

Anderson et al. [20] described that learning in programming is affected by students’ low motivation. Likewise, Nikula et al. [21] argued that lack of motivation increased the failure rates in a first programming course. Similarly, it is widely believed and reported that prior experience of programming strongly affects students’ outcome in the introductory courses of programming [22].

The rest article is organized as follows. Related work is presented in the next section. Section 3 described the research approach and methods. Section 4 includes the evaluation and discussed the initial results. Finally, the conclusion is described in section 5.

2. RELATED WORK

Several programming environments and approaches have been introduced to control the difficulties of introductory programming.

Visual programming language is a programming language that helps students in learning programming concepts by allowing figures and graphical objects to write the programs [23]. These languages allow the drag-and-drop features to develop a program. Scratch is a language developed to teach programming to novice students. It supports to develop interactive stories, computer animation, interactive stories, and other multimedia projects. Blockly is a client-side library developed by Google for JavaScript. It eases the programming by supporting drag-and-drop of components to develop the programs. Sub-clauses of instructions and placeholders for identifiers are supported in Blockly [24]. With Blockly novices concentrating on algorithm semantics and relaxed from the rigid syntax of a language.

Seraj et al [25], compared and analysed the impact of Scratch and Blockly in increasing the programming capabilities of students. The study reported the significance of Scratch over the Blockly. However, Blockly is found useful in increasing the interest of students in future programming.

Alice is a programming language for educational purpose. It follows an object-oriented style of programming and developed by Carnegie Mellon University. Alice supports beginners in learning elementary concepts like variables, arrays, objects & classes, and recursion. Likewise, Nikula et al. [21] argued that lack of motivation increased the failure rates in a first programming course. Similarly, it is widely believed and reported that prior experience of programming strongly affects students’ outcome in the introductory courses of programming [22].

Alice is a programming language for educational purpose. It follows an object-oriented style of programming and developed by Carnegie Mellon University. Alice supports beginners in learning elementary concepts like variables, arrays, objects & classes, and recursion. In [26], the four-component instructional model and Alice are proposed for initial programming learning and results suggested that the use of Alice in programming learning has the positive effects.

The transition from visual to textual languages is another main concern of introductory programming [27]. In a landmark study [28], Alice is critically analysed. The study described that drag and drop feature in Alice separates the learning of syntax from comprehending the semantics. It is also identified that Alice rises the confidence, but this confidence vanished when students shifted from Alice to the traditional text-based languages. It is widely believed that visual tools help novice students in the initial stages, but these tools should not be assumed as a universal panacea [29].

Bakar et al. [30], proposed a VJava module which includes submodules comprised of multiple sections that cover the elementary areas of programming. MJJava library is included in a module that permits the computer programs to construct visual outputs. The contents, design and usability aspects of VJava are corroborated with the experts’ validation process.

In [31], the impacts of exercises-only approach with lectures combined with exercises in introductory programming was compared. The study reported that both methodologies are fruitful in introductory programming, but the exercise-only approach is more effective than the other approach. The study also identified that prior programming knowledge and grade expectation are important antecedents of learning performance in programming.
Malik et al. [32], developed an application called PROBSOL to increase the skills of beginners in the introductory courses of programming. PROBSOL is centered on pseudo code techniques and supports web application and mobile app which is available from Google store. The application of PROBSOL showed that their use promotes students’ engagement, logic and problem solving skills. However, the mobile based framework is recommended by novices over the web based dialect.

The CS0 is a doable methodology to prepare the novices for the introductory courses in programming. The CS0 courses provide a system for novices to get a background which is essential for CS1 [33]. The CS0 course is offered as a pre-programming course with no explicit prerequisites. The majority of CS0 courses use programming tools to introduce the novice students to the introductory concepts of computer programming.

In [34], a CS0 course for students has introduced. The course embraces GameMaker and C# to introduce programming and covers elementary topics like sequences, operators, conditions, loops, arrays and functions. The prime goal was to attract the students and provide them with an elementary knowledge of computer programming. The views received from learners reported that pedagogy is helpful to prepare students for real programming.

Dyne and Braun [35] define and evaluated a course that supports methods and techniques for resolving problems and critical reasoning to aid beginners with the essentials required for successfully completing CS1. The preliminary results of inducting the course are very reasonable in improving students’ academic outcomes.

Uludag proposed a course that used web application development environment, Lego Mindstorms with block-based language and aimed to support the students in programming courses and initially found very effective in learning the introductory programming [36].

Haungs et al. [37] introduced a CS0 course that covers multiple tracks that students can select (for example, gaming, mobile apps and music, robotics). This allows the beginners to comprehend the fundamental of programming and teamwork.

Gudmundsen et al. [38], introduced a CS0 course for introductory programming. The course covers Visual Logic in first stage and then switched to Python. The initial results are reasonably encouraging in increasing the performance and commitment of students.

Naveed and Sarim [39] defined an algorithmic style programming language and introduced before the CS1 to illuminate the beginners about the fundamental concepts of novice programming. The language is very similar to natural language based algorithmic description. It also supports the generation of equivalent source programs in Python, Java, C++ and C from the input source program. The initial application of LPL is very encouraging in increasing students’ performance and retention rate.

Dawson et al. [40], developed a CS0.5 course to improve students’ attitude, satisfaction and achievement in CS1. The course was offered as a unified and reduced-face interval course. The students’ were assigned pre-class work comprising of reading material and problem solving using new notions. Students’ feedback revealed that the designed course successfully improved students’ outcomes. Similarly, Wood et al. [41] conducted a very comprehensive study by comparing different pedagogical approaches of precursor courses and reported that CS0 has a productive impact on students’ attitudes and performance.

3. DESIGN AND METHODS

The novice students without some previous understanding of programming need to equipped with methods to resolve the problem and employ a computer programming language as a framework to attempt the problem concurrently [42]. These manifold preconditions naturally increase the cognitive load [43] and for that reason, the first course on programming frequently necessities to introduce platform for novice students.

In this research, a CS0 course for novice students of CS1 has proposed and its effectiveness is investigated as it is widely accepted that CS0 course
is a crucial element of education [44]. Principally, the proposed CS0 does not refute the prevailing precursor courses, but solely mingle their coherent elements in an innovative fashion. The central aim of the proposed course is to support novice students by providing prior knowledge of programming and improve their academic outcomes in a first course on programming. The proposed CS0 is based on two-phase learning and equipped with a collaboration strategy. In two-phase learning the fundamentals of programming are introduced to students in two stages.

In the first phase of the proposed course, the novices are introduced to elementary theories of foundational programming without compelling them to concentrate on the rigid structure of languages because adjourning actual in introductory level would provide fair learning opportunity to students [45]. This phase merely presents the plain concepts of novice programming. So in the first phase, the fundamental concepts of programming are introduced through the visual language which is unanimously recognized as a feasible approach to engage and support the students.

The visual language offered in the first phase of a proposed CS0 presents the basics of programming by representing the difficult theories with graphical support and fostering their enthusiasm but presenting no actual familiarity with concrete programming. Klassen [46] defined that graphical language like Alice in CS0 is not enough to prepare the students for CS1. So CS0 must involve actual programming and should follow a meticulous approach.

The second phase of proposed CS0 presents the elementary concepts with a text-oriented language. The text-based platform is recognized as an operational podium for novice students to explicitly deal with actual computer programming [47]. In [48], it is identified that the algorithmic approach is desirable to foundational programming. So, the second phase is designed to cover the programming with easy, clear and self-explanatory statements like in Python.

Students commonly encounter nervousness while learning programming; so in a proposed CS0, the novices are persuaded to work in a pair as it is positive for students and may increase their academic outcomes. Pair programming has been found very effective in introductory programming courses [49, 50] and in other academic courses [51].

The extensive examination of the literature revealed that several ways have been introduced to address the difficulties of introductory programming. Table 1 compares some of the most notable methods for introductory programming courses.

Several solutions have been suggested to overcome the challenges of beginning programming, according to the discussion in Table 1. Each method provided is focused on a certain domain and programming language. The significance of beginning programming cannot be overlooked, as it is a requirement for pursuing higher level courses [59].

4. RESULTS

In order to ascertain the actual effectiveness of proposed CS0 course a small study is conducted. The study analyzed the impact of using the two-phase CS0 course in improving the academic achievement of novices in the first course on programming.

During the study 148 students have participated which are randomly clustered into four groups. To the first group, no CS0 course is offered before offering the first course on programming. Python is introduced as a CS0 to a second group, Blockly is offered to a third group, whereas the proposed CS0 is offered to the fourth group of a study. Blockly is used in the first phase, Blockly is a visual block language that enables the rapid creation of programs. In introductory programming environments, block-based programming has proven popular for teaching programming to young students. Blockly has been recognized as a valuable tool for improving students’ coding skills and changing their attitudes about programming. Python is used in the second phase of a proposed CS0 course.

The study was performed on the undergraduate students of computer science in 2018 and the subjects voluntarily contributed in the study. All the learners declare that they have no previous acquaintance of actual programming. Later, a course on programming is offered as a CS1
Table 1. Comparison of Programming Environments & Approaches

<table>
<thead>
<tr>
<th>Sr. No.</th>
<th>Environment + Approaches</th>
<th>Merits &amp; Demerits</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Visual Languages</td>
<td>A visual programming language is one that allows to create programs using graphical elements and images. Visual languages increased learners' knowledge of basic programming principles while also increasing their self-efficacy [52,53]. In visual languages the learners are relieved from the burden of difficult syntax. When a learner transitions from a visual language to a real language with intricate syntax, their experience with visual languages frequently diminishes.</td>
</tr>
<tr>
<td>2</td>
<td>Learners Programming Language</td>
<td>The complexity of programming languages is exacerbated by the complicated and peculiar syntax of programming languages. A simple syntax-based programming language has been introduced that supports algorithmic type constructs for program development. The majority of them are still in the early stages of development and are only helpful in learning a limited number of programming languages [39].</td>
</tr>
<tr>
<td>3</td>
<td>Blended Learning</td>
<td>Blended learning is a form of teaching that blends conventional place-based classroom methods with online educational materials and chances for online participation. Several studies have sought to use blended skills to develop their students' performance in beginning programming courses [54]. Although the technique has proven to be quite efficient, it does necessitate regular hardware support for utilizing online teaching content, which is almost impossible in every educational system.</td>
</tr>
<tr>
<td>4</td>
<td>Didactic Strategies</td>
<td>To make programming easier for novices, several didactic strategies are introduced. The strategies often included approaches and techniques such as preceding courses, use of doodles, and pair programming [55]. These tactics are usually developed for a specific sort of programming course and a specific group of students or learning environment.</td>
</tr>
<tr>
<td>5</td>
<td>Intelligent Tutoring System</td>
<td>Intelligent tutoring is a smart learning method designed to improve student scores, pass rates, and teacher efficiency. Over multiple academic years, a set of technology-based instructional practices was adopted in an introductory programming course, and the data demonstrate that the grade distributions have significantly improved [56]. However, most of the experimental studies on intelligent tutoring systems are conducted on a small number of subjects. It is widely observed that supplemental assistance in intelligent tutoring simply increases learners' cognitive load.</td>
</tr>
<tr>
<td>6</td>
<td>Descriptive Errors Presentation</td>
<td>The difficulty of debugging source programs has an impact on a novice's ability to learn programming. In development environments, descriptive error messages are used to make debugging easier. However, it was discovered that the simplicity of error messages has a significant impact on debugging score, but there is no association between debugging and programming scores [57].</td>
</tr>
<tr>
<td>7</td>
<td>Gamification</td>
<td>Different studies have demonstrated the educational benefits of digital gaming. The adaptation of game characteristics to non-game environments is referred to as gamification. Various studies have demonstrated that when used correctly, gamification may establish a learning environment and lead to significant improvements in students' interest in programming. However, according to a study on the impact of gamification on programming, gamification does not improve students' performance while increase their engagement [58].</td>
</tr>
</tbody>
</table>

by a same team of instructors to all the groups of study and C language is covered during the course. In all groups the same teaching methodology, material and programming environments are followed.

After the completion of CS1 all subjects are internally evaluated and results are shown in Table 2.

High mean marks are observed in the fourth group (pass rate = 61%), followed by a third group (pass rate = 49%), third second group (pass rate= 41%) and first group (pass rate= 36%), respectively. The mean score of each group in a study can be analyzed with a mean plot shown in Fig. 1.
The mean plot shown in Fig. 1 illustrates how the mean of score varies across different groups in a study and the least mean score is observed in the first group and the highest mean score in the fourth group. Fig. 2 shows the boxplot of the marks obtained by the groups involved in the study.

The median, minimum and maximum marks illustrated in the box plot declare the fourth group as highest and the first group being the last in securing the marks in the first programming course and the second and third groups’ lies among them.

For further analysis, the normality tests were conducted on the score of students and results are shown in Table 3.

Kolmogorov-Smirnov test indicates that the mark secured by all groups of study follows a normal distribution. Similarly, the Shapiro-Wilk test shows that secured scores of all the involved groups in a study follows a normal distribution.

For better illustration a normal probability (Q-Q) plot of the marks is shown Fig. 3 and depicted the distribution of data against the expected normal distribution.

Table 2. Score of students in CS1

<table>
<thead>
<tr>
<th>Groups</th>
<th>Mean</th>
<th>Std. Deviation</th>
<th>Std. Error</th>
<th>Min</th>
<th>Max</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>42.24</td>
<td>20.55</td>
<td>3.38</td>
<td>6</td>
<td>82</td>
</tr>
<tr>
<td>2</td>
<td>47.11</td>
<td>21.29</td>
<td>3.50</td>
<td>9</td>
<td>88</td>
</tr>
<tr>
<td>3</td>
<td>50.95</td>
<td>20.76</td>
<td>3.41</td>
<td>8</td>
<td>90</td>
</tr>
<tr>
<td>4</td>
<td>60.89</td>
<td>20.62</td>
<td>3.39</td>
<td>17</td>
<td>94</td>
</tr>
</tbody>
</table>

Table 3. Normality test on the score of students in CS1

<table>
<thead>
<tr>
<th>Groups</th>
<th>Kolmogorov-Smirnov</th>
<th>Shapiro-Wilk</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Statistic</td>
<td>df</td>
</tr>
<tr>
<td>1</td>
<td>0.090</td>
<td>37</td>
</tr>
<tr>
<td>2</td>
<td>0.126</td>
<td>37</td>
</tr>
<tr>
<td>3</td>
<td>0.108</td>
<td>37</td>
</tr>
<tr>
<td>4</td>
<td>0.138</td>
<td>37</td>
</tr>
</tbody>
</table>
A one-factor analysis of variance (ANOVA) was conducted on all groups of study and the results showed that there was a significant difference between study groups in a first programming course remembered at the p < 0.05 for the conditions [(3,144) = 5.347, p = 0.002].

Concerning the students’ retention, the study assessed their responses to the following questions: “In next semester semester, I am willing in another course on programming”. Subjects replied on 5-item Likert scale and the results are illustrated in Fig. 4.

The study revealed that high interest in another course on programming is observed in those students who have attended a two-phase CS0 course before the CS1. For further analysis a Kruskal–Wallis H test is conducted on the feedback of subjects and results are shown in Table 4.

The fourth group is identified as top with highest mean value, followed by group two, three and one respectively. The significant differences

---

**Fig 3.** Normal Q-Q Plot of Groups

**Fig 4.** Students’ willingness in another course on programming
Table 4. Ranks of groups in study

<table>
<thead>
<tr>
<th>Group</th>
<th>Size</th>
<th>Mean Rank</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>37</td>
<td>57.70</td>
</tr>
<tr>
<td>2</td>
<td>37</td>
<td>72.86</td>
</tr>
<tr>
<td>3</td>
<td>37</td>
<td>67.76</td>
</tr>
<tr>
<td>4</td>
<td>37</td>
<td>99.68</td>
</tr>
</tbody>
</table>

Table 5. Comparison of learning strategies for CS1

<table>
<thead>
<tr>
<th>S.No</th>
<th>Study</th>
<th>Method</th>
<th>Results</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Seraj et al. [25]</td>
<td>Comparative analysis of Scratch and Blockly</td>
<td>Scratch is more helpful than Blockly, F(1,22) = 28.02, p &lt; 0.001</td>
</tr>
<tr>
<td>2</td>
<td>Bakar et al. [30]</td>
<td>Expert validation Process.</td>
<td>VJava module is confirmed suitable, with score ranged from 3.67 to 5.00 on 5-point Likert scale.</td>
</tr>
<tr>
<td>3</td>
<td>Zhang et al. [31]</td>
<td>Comparative analysis of two teaching approaches</td>
<td>The exercise only approach is more useful than lectures combined with exercises in introductory programming, df = 34, t = 2.320, p &lt; 0.05</td>
</tr>
<tr>
<td>4</td>
<td>Malik et al. 2019 [32]</td>
<td>Development and application of pseudocode-based application with two modes, web-based and mobile-based</td>
<td>3% of positive improvement in higher category as well as in medium achiever category</td>
</tr>
<tr>
<td>5</td>
<td>Panitz et al. [34]</td>
<td>Survey and feedback from students</td>
<td>GameMaker and C# based CS0 is effective in attracting and preparing students for programming</td>
</tr>
<tr>
<td>6</td>
<td>Naveed et al. [39]</td>
<td>Comparative analysis of different precursor courses</td>
<td>Textual programming language with the support of high-level source code generation is supportive to prepare novices for CS1</td>
</tr>
<tr>
<td>7</td>
<td>Dawson et al. [40]</td>
<td>Survey and appreciative inquiry</td>
<td>CS 0.5 is helpful to improve the students’ outcome in CS1 and increased their personal interest: t(515.0) = 8.96, p &lt; 0.001</td>
</tr>
<tr>
<td>8</td>
<td>Wood et al. [41]</td>
<td>Comparative study of pedagogical methods in CS0</td>
<td>CS0 course is helpful in CS1 yet no pedagogical method in CS0 is better than other methods, p-value = 0.449</td>
</tr>
<tr>
<td>9</td>
<td>Parham-Mocello et al. [45]</td>
<td>Comparative analysis of code-first versus using stories</td>
<td>Using stories is useful in introductory programming, especially for females, with 95% confidence, α&lt;= .05</td>
</tr>
<tr>
<td>10</td>
<td>Proposed CS0</td>
<td>Comparative analysis of different pattern of CS0 courses.</td>
<td>Two-phase CS0 is more helpful than single language based CS0 and also fruitful in preparing students for CS1, F = 5.35, df = 3, p = .002</td>
</tr>
</tbody>
</table>

(Kruskal-Wallis = 20.404, p < .05, df = 3) were found among the four groups of study.

5. DISCUSSIONS

An important aspect of introductory programming courses is the development of a good way of thinking [60]. This article presents a two-phase learning technique that is accompanied by a cooperation strategy.

These results suggested that the amalgamation of graphical and textual environment in CS0 is better than using a single environment-based CS0 course. Moreover, the two-phase CS0 course is more useful in improving the performance of students in CS1 as well as by increasing their retention in the other course of programming.

The results obtained from the initial evaluation of two-phase CS0 are further compared with other studies and the results are shown in Table 5.

The results illustrated in Table 4 opined that the proposed CS0 course is quite fruitful and supportive in increasing the academic outcomes of novices
in a first course on programming and therefore comparable with other topical strategies.

The novelty of proposed CS0 resides in an amalgamated approach that unified the two modes of programming systems in a single precursor course with an agile collaboration strategy to prepare the novices for the first course on programming. The statistical significance of initial evaluation suggests the viability of the proposed course. To our knowledge, none of any study has been conducted or at least reported on the subjects of Pakistan.

6. CONCLUSIONS

The first course on programming is infamously complex for novice students. These complexities are typically exhibited in the form of weak performance and low rates in retention. In this article two-phase CS0 is introduced to boost the academic achievements of novice students in a first course on programming.

The proposed course is initially evaluated and preliminary results suggested that the lack of previous knowledge of programming is one of a main reason behind the hardness of introductory programming. Likewise, a CS0 course that introduced elementary programming without forcing the students to understand the grammar of a specific programming language and then introduce the concepts of programming with a simple textual programming is a suitable methodology to prepare students for a first course on programming and ultimately improve their performance and retention. However, in current form, the study has several limitations. First, the sample size is not very large and the subjects in each group of the study are randomly selected. Second, the impact of CS0 is evaluated on the performance of students in CS1, but not in the subsequent programming courses. Third, the demographic parameters of students are not considered during the analysis.
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